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Fig. 1. We represent a complex volumetric cloud using traditional grid-based methods (left and right, 10243 voxel grid resolution, 4GBs) and our primitives-based
representation using Gaussian kernels (middle, 5.6k primitives, 224KBs), and render it with volumetric path tracing. Our method achieves substantial speedups
thanks to the analytical transmission estimation and sampling, our efficient rendering approach and its extremely compact representation. When compared to
the original asset, at a potential cost of detail (Figure 7), we provide large performance and memory compression benefits. Asset is part of the Walt Disney
Animation Studios cloud dataset (CC-BY-SA 3.0). Rendering times reported on a NVIDIA A6000.
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Efficient scene representations are essential for many computer graphics
applications. A general unified representation that can handle both surfaces
and volumes simultaneously, remains a research challenge. In this work we
propose a compact and efficient alternative to existing volumetric repre-
sentations for rendering such as voxel grids. Inspired by recent methods
for scene reconstruction that leverage mixtures of 3D Gaussians to model
radiance fields, we formalize and generalize the modeling of scattering and
emissive media using mixtures of simple kernel-based volumetric primitives.
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We introduce closed-form solutions for transmittance and free-flight dis-
tance sampling for different kernels, and propose several optimizations to
use our method efficiently within any off-the-shelf volumetric path tracer.
We demonstrate our method in both forward and inverse rendering of com-
plex scattering media. Furthermore, we adapt and showcase our method in
radiance field optimization and rendering, providing additional flexibility
compared to current state of the art given its ray-tracing formulation. We
also introduce the Epanechnikov kernel and demonstrate its potential as an
efficient alternative to the traditionally-used Gaussian kernel in scene recon-
struction tasks. The versatility and physically-based nature of our approach
allows us to go beyond radiance fields and bring to kernel-based modeling
and rendering any path-tracing enabled functionality such as scattering,
relighting and complex camera models.

CCS Concepts: • Computing methodologies → Shape representations;
Ray tracing; Volumetric models; Point-based models; Reconstruction.

Additional Key Words and Phrases: Volume Rendering, Scattering, Radiance
Fields, 3D Reconstruction, Volumetric Primitives, Volumetric Representa-
tions, Ray Tracing, Inverse Rendering
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1 INTRODUCTION
Volumetric representations of appearance have found good success
at representing complex appearances such as cloth and hair [Aliaga
et al. 2017; Khungurn et al. 2015; Schröder et al. 2011; Zhao et al.
2011], trees [Loubet and Neyret 2017; Neyret 1998], clouds and
smoke [Kallweit et al. 2017], or particle aggregates [Meng et al. 2015;
Moon et al. 2007; Müller et al. 2016], to name a few. In this work
we propose a compact volumetric representation of appearance,
that allows efficient physics-based rendering of both scattering and
emissive media.

Most previous approaches for modeling volumetric appearances
leverage grid-like representations of appearance such as voxels-
grids, potentially with a multilevel underlying hierarchy, for which
highly efficiently libraries exist [Museth 2013]. Voxel grids are stan-
dard in rendering, and used in most research [Jakob 2010; Jakob
et al. 2022b; Pharr et al. 2023] and production renderers [Burley et al.
2018; Christensen et al. 2018; Fascione et al. 2018; Georgiev et al.
2018]. Voxel-grids are flexible, provide 𝑂 (1) query time, and spatial
connectivity for e.g., downsampling and level-of-detail represen-
tations [Heitz et al. 2015; Loubet and Neyret 2017]. Unfortunately,
they scale poorly in terms of memory, specially when representing
very fine detail and sparse structures. While hierarchical grid-based
methods [Fong et al. 2017] have proven very effective at subdividing
complex heterogeneous models into simpler local components, their
building blocks are still grid-based, essentially inheriting the same
problems. For an efficient integration of e.g., transmittance, voxel
grids require the use of stochastic tracking techniques [Novák et al.
2018], which introduces additional variance when rendering media.
In parallel, volume rendering techniques and continuous volu-

metric representations have recently seen unprecedented interest
in the fields of computer vision and image-based graphics, spear-
headed by efforts such as neural radiance fields [Mildenhall et al.

2020]. These methods allow to capture and render photorealistic
three-dimensional scenes, by optimizing an underlying volumet-
ric representation of matter. Different volumetric representations
have been proposed, including point-based methods [Kerbl et al.
2023; Sainz and Pajarola 2004], implicit neural models [Barron et al.
2021, 2022; Mildenhall et al. 2020], explicit voxel-based represen-
tations [Fridovich-Keil et al. 2022; Yu et al. 2021], and hybrid ap-
proaches [Lombardi et al. 2021; Müller et al. 2022; Xu et al. 2022].
While implicit neural models generally achieve the highest compres-
sion rates, point-based methods can be considered as the state of the
art in terms of image quality and rendering speed for radiance fields
rendering, while still being substantially more compact than voxel-
grid structures. However, while their derivation starts from physics
(i.e., the volume rendering equation), these methods in general are
not suitable for their use within a physics-based renderer, given the
fairly large assumptions and simplifications imposed in their image
formation model to favour speed and ease of optimization.
Inspired by the success of recent 3D Gaussian-based represen-

tations of radiance fields [Kerbl et al. 2023], we propose a new
representation for general scattering and emissive media based on
mixtures of three-dimensional kernel-based volumetric primitives.
Each primitive statistically represents a spatial distribution of matter
with the same optical properties. We introduce this representation
inside the radiative transfer theory (RTT) [Chandrasekhar 1960] and
derive closed-form solutions for transmittance and emission with-
out the need of stochastic sampling, as well as sampling routines
for computing inscattering.
While the scene representation is similar to the Gaussian splat-

ting technique [Kerbl et al. 2023], the image formation model is
fundamentally different: Kerbl et al. assume that each primitive be-
comes a billboard oriented towards the camera and therefore the
density along the ray becomes a sum of delta functions; this allows
them to implement their model in an extremely efficient rasteriza-
tion pipeline. In contrast, our radiative primitive-based formulation
preserves the primitive’s three-dimensional density and integrates
following the physical transport process. This is crucial for physics-
based rendering since it allows preserving reciprocity, while solv-
ing some view-dependent primitive ordering problems in Gaussian
splatting. Our theoretical framework is general and supports a wide
range of three-dimensional kernels. We demonstrate our work using
the Gaussian kernel employed by Kerbl et al. [2023], but also on
3D Epanechnikov kernels, implementing closed-form solutions for
volumetric transmittance, emission, and free-flight sampling. We
implement our work by leveraging hardware-accelerated ray tracing
for finding the primitives’ bounds and integrating their contribu-
tion along the ray. This fits well inside modern ray-tracing-based
renderers, allowing us to compute transmittance and emission for
both primary and secondary rays, needed for multiple scattering.
We also derive the adjoint of our image formation model, which we
demonstrate in inverse rendering applications. We showcase our
primitive-based volumetric model through several applications both
in forward and inverse rendering: 1) traditional forward rendering
of scattering media, where we demonstrate improved performance
over voxel-grids using local aggregated statistics and state of the
art transmittance estimators; 2) inverse rendering of scattering and
purely absorptive media; 3) inverse tomographic reconstructions
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from focus stacks using telecentric cameras and 4) radiance field
optimization and rendering of complex scenes (both real and syn-
thetic), with increased generality and controllability. Furthermore,
our integration into the general RTT allows for future extensions
in relighting and scattering. In short, our contributions are:

• a novel kernel-based primitive representation for volumetric
media that fits into the radiative transfer framework and can
be integrated in any physics-based rendering engine;

• closed-form expressions for transmittance and emission, as
well as distance sampling routines proportional to transmit-
tance, for 3D Gaussian and Epanechnikov kernels;

• an efficient ray tracing-based implementation for solving light
transport using our novel volumetric representation for both
scattering and emissive (radiance field) media;

• and adjoint derivatives of our forward methods for solving
inverse reconstruction problems efficiently.

2 RELATED WORK
Volumetric light transport. Simulating light transport in media has

been thoroughly studied in computer graphics [Novák et al. 2018].
It involves solving the radiative transfer equation (RTE) [Chan-
drasekhar 1960], which has been extended to account for anisotropic
[Jakob et al. 2010], refractive [Ament et al. 2014], or spatially corre-
lated [Bitterli et al. 2018; Jarabo et al. 2018] media. These general-
izations make it possible to render a wider range of light transport
phenomena.
Numerical estimation of transmittance is at the core of modern

volumetric light transport simulation [Novák et al. 2018]; via bi-
ased quadrature rules (ray-marching) [Muñoz 2014; Tuy and Tuy
1984] and modern unbiased variants [Kettunen et al. 2021], to sto-
chastic tracking algorithms (null-scattering estimators) [Woodcock
1965], including extensions with variance reduction via control
variates [Crespo et al. 2021; Novák et al. 2014; Szirmay-Kalos et al.
2017], alternative formulations based on power-series [Georgiev
et al. 2019], or differentiable formulations targeting inverse render-
ing [Nimier-David et al. 2022]. All these approaches require tight
estimates of the maximum density (majorant) for performance, ei-
ther obtained in precomputation [Szirmay-Kalos et al. 2011; Yue et al.
2010] or estimated on-the-fly [Carter et al. 1972; Galtier et al. 2013;
Kutz et al. 2017; Misso et al. 2023]. Our approach, on the other hand,
allows to compute transmittance in closed-form, as the product of
transmittance of all primitives along the ray.

Volumetric representations of matter. For heterogeneous media,
discrete voxel-grid approaches are ubiquitously found in most appli-
cations due to their simplicity and flexibility. They can feature multi-
level hierarchical structures [Museth 2013, 2021], which are helpful
for faster traversal and filtering for level-of-detail applications, but
suffer from poor scalability in terms of memory consumption when
the modeled medium possesses finer details. Sparser representa-
tions like collections of isotropic and simple volumes have been
used in other fields, e.g., particle physics [Brown and Martin 2003],
where they can model neutron transport in graphite pebble-bed re-
actors. The advantage of having collections of these simple volumes
is that, individually, they offer closed-form solutions for transmit-
tance estimation and sampling, reducing variance when compared

with most tracking methods normally used in voxel grids. However,
searching for the boundaries of these volumes can be inefficient
and slow in many situations [Bitterli et al. 2018]. In graphics, we
can find hierarchical grid-based approaches [Fong et al. 2017] for
subdividing complex, potentially sparse, volumes into smaller, more
compact representations, though eventually they rely on smaller
voxel-based primitives. Alternatively, implicit representations of
participating media have been proposed, most notably in the context
of radiance fields but also in compression of large volumes, includ-
ing large multilayer perceptrons (MLP) [Kim et al. 2024; Mildenhall
et al. 2020] or sparse hash grids of features combined with tiny
MLPs [Müller et al. 2022]. These approaches result in large compres-
sion rates, at the cost of expensive queries. Closer to our work, Knoll
et al. [2021] proposed to model emissive and absorbing media using
isotropic Gaussian mixture models, in the context of particle-based
volumes [Max 1979]; however, they did not leverage closed-forms
expressions for transmittance, requiring stochastic integration via
tracking, and cannot represent scattering media. In contrast, our
work proposes closed-form solutions for transmittance and sam-
pling, and further extends to support scattering media, anisotropic
kernels, and efficient inverse rendering.

Inverse volumetric rendering. Early works on inverse rendering of
heterogeneous media used inverse volumetric rendering for match-
ing micron-scale cloth patches to measures [Khungurn et al. 2015],
approximating multiscale volumetric representations [Zhao et al.
2016], scattering compensation for 3D printing [Condor et al. 2023;
Elek et al. 2017; Nindel et al. 2021; Sumin et al. 2019], or inverse
scattering [Gkioulekas et al. 2016] by using hand-made derivatives
of light transport. Zhang et al. [2019] proposed a differential radia-
tive transfer framework suitable for inverse volumetric rendering.
These works use voxel grids for representing media density, though
our proposed representation would fit in these inverse pipelines.

Radiance fields. Neural Radiance Fields (NeRF) [Mildenhall et al.
2020] introduced a continuous, implicit volumetric representation
based on multi-layer perceptrons (MLPs). Subsequent works have
leveraged multi-scale representations [Barron et al. 2021] and ex-
tended to unbounded scenes [Barron et al. 2022; Reiser et al. 2023;
Zhang et al. 2020]; however, training and evaluating the MLPs still
requires significant computation. In contrast, Instant-NGP [Müller
et al. 2022] relies on a sparse hash grid of features and a small MLP,
enabling faster scene reconstruction. Sparsification and hierarchiza-
tion has been a popular avenue for optimizing radiance field fitting
and rendering [Božič et al. 2022; Chen et al. 2023; Hedman et al. 2021;
Lombardi et al. 2021; Yu et al. 2021], achieving real-time rendering
even onmobile devices, or helping on accelerating off-line rendering
with complex assets [Condor and Jarabo 2022; Zhu et al. 2021]. Most
recently, 3D Gaussian Splatting [Kerbl et al. 2023] removes the need
for MLPs altogether, relying instead on an explicit Gaussian-based
representation. Combined with an efficient splatting technique for
rasterization [Zwicker et al. 2001], their approach is able to achieve
fast rendering performance and high-quality reconstruction, allo-
cating more primitives in areas where finer detail is needed. Our
work takes Kerbl’s approach, and extends it to general scattering
media in the context of the radiative transfer framework.
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Gaussians in physically-based rendering. Gaussianmixturemodels
defined over the sphere have been extensively used in graphics for
fitting BRDFs or environment maps [Xu et al. 2013], precomputed
radiance transfer [Green et al. 2006], or on-line path guiding [Vorba
et al. 2014]. Yan et al. [2016] fitted a 4D Gaussian mixture model for
accelerating computation when rendering glinty surfaces. Jakob et
al. [2011] proposed to fit a 3D anisotropic Gaussian mixture model
to the distribution of radiance in media, showing accelerated ren-
dering using photon-based techniques. Despite their work sharing
some similarities to ours (closed-form integration along Gaussians),
it focuses on fitting radiance in the context of radiance estimation,
while our approach focuses on modeling matter (density) and can be
used in arbitrary volumetric renderers. Combining both represen-
tations (kernel-based representations for both media and radiance)
would be an interesting line of future work.

3 BACKGROUND
Under the geometric optics assumption, light transport in participat-
ingmedia is governed by the radiative transfer equation (RTE) [Chan-
drasekhar 1960]. We compute the incident radiance 𝐿(x, 𝜔) at point
x and direction 𝜔 as

(𝜔 · ∇)𝐿(x, 𝜔) = −𝜇𝑎 (x)𝐿(x, 𝜔) − 𝜇𝑠 (x)𝐿(x, 𝜔) (1)
+ 𝜇𝑎 (x)𝑄 (x, 𝜔) + 𝜇𝑠 (x)𝑆 (x, 𝜔),

where 𝑆 is the in-scattering term, defined as

𝑆 (x, 𝜔) =
∫
S2
𝑓p (x, 𝜔′ → 𝜔)𝐿(x, 𝜔′) d𝜔 ′, (2)

that models the light scattered in direction 𝜔 as a function of the
integral of the light incoming from all directions on the unit sphere
S2. The interaction of light and matter is characterized by the opti-
cal properties of the medium, described in terms of the differential
probabilities of absorption and scattering (or coefficients) 𝜇𝑎 (x) and
𝜇𝑠 (x) respectively, the extinction coefficient 𝜇𝑡 (x) = 𝜇𝑎 (x) + 𝜇𝑠 (x),
the phase function 𝑓p (x, 𝜔′ → 𝜔), and the emission 𝑄 (x, 𝜔). As-
suming uncorrelated statistics of matter, the differential probability
of extinction is defined as the product between the density 𝜌 (x) of
the particles forming the medium at point x [m−3] and the particles’
cross section 𝜎 (x) [m2] as 𝜇𝑡 (x) = 𝜌 (x) 𝜎 (x). For simplicity, we
ignore the wavelength dependency in Equation (1), assume scalar
elastic light-matter interactions, and omit the potential anisotropy
of the medium [Jakob et al. 2010]; generalizing the following deriva-
tions to include these additional dimensions is trivial. By integrating
both sides of the differential RTE (1) along the direction𝜔 we obtain
the volumetric rendering equation, that models radiance 𝐿(x, 𝜔) as

𝐿(x0, 𝜔) =
∫ 𝑠

0
T(x0, x𝑡 ) 𝜇𝑡 (x𝑡 ) 𝐿𝑜 (x𝑡 , 𝜔) d𝑡,

+ T(x0, x𝑠 )𝐿(x𝑠 , 𝜔) with (3)
𝐿𝑜 (x, 𝜔) = (1 − 𝛼 (x))𝑄 (x, 𝜔) + 𝛼 (x)𝑆 (x, 𝜔), (4)

with x𝑡 = x0 − 𝑡𝜔 and distance 𝑡 , 𝛼 (x) = 𝜇𝑠 (x)/𝜇𝑡 (x) as the sin-
gle scattering albedo, and T(x0, x𝑡 ) is the transmittance defined as
the fractional visibility due to absorption and out-scattering in the
medium, and modeled following the Beer-Lambert law as

T(x0, x𝑡 ) = exp
(
−

∫ 𝑡

0
𝜇𝑡 (x𝑡 ′ )d𝑡 ′

)
. (5)
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Fig. 2. Top: Flatland representation of a medium modeled using 𝑁total = 5
primitives P𝑖 with 𝑖 ∈ [1, 5]. For the depicted ray from the camera only
three primitives contribute directly to the ray. Bottom: The primitives are
projected in 1D along the ray, and their density, emission and in-scattering
are integrated over that line, which can be separated in disjoint segments
defined by the boundaries of the primitives. The contribution of each seg-
ment S𝑘 is the integral over the primitives overlapping on that segment.

Finally, 𝐿(x𝑠 , 𝜔) is the outgoing radiance at the medium boundary
x𝑠 at distance 𝑠 modeled by the rendering equation [Kajiya 1986].

4 VOLUMETRIC PRIMITIVES
Inspired by recent works using Gaussian primitives for reconstruct-
ing radiance fields [Kerbl et al. 2023], and following a similarmedium
definition as Knoll et al. [2021], we model media using sets of primi-
tives. Each primitive P𝑖 represents a statistical aggregate of matter
with identical emission, cross section and phase function, and with
density 𝜌𝑖 (x) defined by a three-dimensional un-normalized kernel
𝐾𝑖 (x). Given these primitives, we can model the distribution of mat-
ter, and therefore the extinction probability as a mixture of these
volumetric primitives following

𝜇𝑡 (x) =
𝑁∑︁
𝑖=1

𝜎𝑖 𝐾𝑖 (x), (6)

with 𝑁 the number of primitives affecting x, and 𝜎𝑖 their cross-
section. For kernels with infinite support, 𝑁 is the total number of
primitives 𝑁total = 𝑁 . In our case, we assume that all kernels have
limited support, so typically 𝑁 < 𝑁total. We compute the single-
scattering albedo and phase function at x analogously, with the key
difference of requiring normalization (see Appendix A).

4.1 The RTE with volumetric primitives
Defining matter as a mixture of volumetric primitives with finite
support allow us to reinterpret Equation (3) as the summation of
the contribution of all the primitives. For that, as shown in Figure 2
(bottom), we split the ray in segments based on the primitives’ entry
and exit points; then, we integrate radiance along segments in a
front-to-back pass, keeping track of the multiplicative transmittance
which is computed analytically. This approach is similar to how
production renderers deal with complex overlapping media [Fong
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et al. 2017, Ch.6]; the key difference is that our approach approxi-
mates the media with primitives, which allows having closed-form
transmittance and sampling expressions.
More formally, the boundaries of each primitive 𝑡𝑖,0 and 𝑡𝑖,1 sub-

divide the ray into ordered segments S𝑘 = [̂𝑡𝑘,0, �̂�𝑘,1], with �̂�𝑘,0 =

�̂�𝑘−1,1 for 𝑘 > 0, with �̂�0,0 = x. Each of these segments S𝑘 might
overlap with zero, one, or multiple primitives denoted with the
set {P𝑖 |𝑖 ∈ 𝑆𝑘 }, where 𝑆𝑘 is the per-segment set of indices, with
|𝑆𝑘 | ≤ 𝑁 the number of primitives overlapping in segmentS𝑘 . With
that definition of segments along the ray, we rewrite Equation (3)
(omitting the boundary condition at x𝑠 for simplicity, as

𝐿(x0, 𝜔) =
𝑀∑︁
𝑘=1

T𝑘−1 (x0, x𝑡 )𝐿𝑘 (x�̂�𝑘,0 , 𝜔), (7)

where𝑀 is the number of segments along the ray, 𝐿𝑘 (x�̂�𝑘,0 , 𝜔) the
outgoing radiance at the segment S𝑘 defined as

𝐿𝑘 (x�̂�𝑘,0 , 𝜔) =
∫ �̂�𝑘,1

�̂�𝑘,0
T(x�̂�𝑘,0 , x𝑡 )

∑︁
𝑖∈𝑆𝑘

[
𝜎𝑖𝐾𝑖 (x𝑡 ) 𝐿𝑜,𝑖 (x𝑡 , 𝜔)

]
d𝑡, (8)

with𝐿𝑜,𝑖 (x, 𝜔) the outgoing radiance fromprimitiveP𝑖 , and T𝑘−1 (x0, x𝑡 )
is the transmittance defined as a recursive operator

T𝑘 (x0, x𝑡 ) = T𝑘−1 (x0, x�̂�𝑘−1,1 ) T(x�̂�𝑘,0 , x𝑡 ), (9)

with T0 (x0, x𝑡 ) = 1 and T𝑀 (x0, x𝑡 ) = T(x0, x𝑡 ). Trivially, transmit-
tance in segment 𝑘 is computed as the product of transmittance of
all primitives overlapping the segment

T(x�̂�𝑘,0 , x𝑡 ) = exp ©«−
∑︁
𝑖∈𝑆𝑘

𝜏𝑖

(
x�̂�𝑘,0 , xmin(𝑡 ,̂𝑡𝑘,1 )

)ª®¬ , (10)

with 𝜏𝑖 (x𝑎, x𝑏 ) the optical depth from primitive P𝑖 in the range
𝑡 ∈ [𝑎, 𝑏] defined as

𝜏𝑖 (x𝑎, x𝑏 ) = 𝜎𝑖
∫ min(𝑏, 𝑡𝑖,1 )

max(𝑎, 𝑡𝑖,0 )
𝐾𝑖 (x𝑡 ′ ) d𝑡 ′ . (11)

By choosing the appropriate primitive kernels, we show in Sec-
tion 5.1 that this integral can be computed in closed form. A more
detailed derivation can be found in the Supplemental material.

4.2 Solving Equation 7 for distance sampling
While Equation (7) is just a summation over segments that can be
computed analytically (we show examples later in Section 7), in the
most general case 𝐿𝑜,𝑖 (x𝑡 , 𝜔) hides the inscattering integral, which
requires numerical evaluation usingMonte Carlo sampling. Comput-
ing a Monte Carlo estimate would quickly become impractical; thus
we need to sample a single segment per ray, which requires essen-
tially sampling the distance 𝑡 along the ray, ideally with probability
distribution function (PDF) 𝑝 (𝑡) = 𝜇𝑡 (x𝑡 )T(x0, x𝑡 ).

While our primitive-based media allows the use of delta tracking
(or any other Monte Carlo-based) estimators for distance sampling,
we found that we can leverage the recursive formulation of trans-
mittance (9) and pose the problem as an iterative search problem,
where we uniformly sample the transmittance with a random vari-
able 𝜉 ∈ (0, 1), and search for the distance 𝑡 so that 𝜉 (𝑡) = T(x0, x𝑡 ).
This approach is very similar to regular tracking [Sutton et al. 1999],

which we extend to handle overlapping kernels efficiently. In partic-
ular, we first search for a segment S𝑘 so that (1 − 𝜉) ∈ [T𝑘−1,T𝑘 ].
Then, we invert the transmittance inside the segment, solving for
𝑡 ∈ [̂𝑡𝑘,0, �̂�𝑘,1] the following equation:

log(1 − 𝜉) = −
∑︁
𝑖∈𝑆𝑘

𝜏𝑖

(
x�̂�𝑘,0 , x𝑡

)
. (12)

Depending on the type of kernel 𝐾𝑖 (x) being used, and the amount
of overlaps in segment S𝑘 this equation may have a closed-form
analytical solution. However, for cases where Equation (12) does not
have a simple analytical solution (e.g. many overlapping kernels at
the same segment), we rely on numerical root-finding. In particular,
we use two different methods depending on the kernel: the Newton-
Raphson and the bisection solvers. The former is our primary choice,
since it is efficient and converges with good precision with a few
iterations (1-3), given that our problem is well-conditioned. However,
for certain long-tailed kernels (e.g., Gaussian) it occasionally suffers
from numerical instability. In these cases, we rely in the slightly
slower but more stable bisection method. Details for both methods
can be found in the Supplemental.

Biased uniform distance sampling inside segments. To maximize
speed, in complex assets fitted with a high number of small ker-
nels we can avoid inversion (12) and simply sample inside each
segment uniformly. While this means we sample with pdf 𝑝 (𝑡) ≠
𝜇𝑡 (x𝑡 )T(x0, x𝑡 ), in our implementation we assume that the probabil-
ity distribution is close enough to it, allowing us to cancel out trans-
mittance when computing the path throughput. This introduces
a small amount of bias in exchange for a significant performance
boost, which we analyze in Section 7.1.

5 KERNELS
In the previous section, we have derived a general framework for
radiative transport in primitive-based media, defined using arbitrary
kernel functions. Any kernel could be used within our framework as
long as 1) they have limited support or their decay is such that they
can be bounded or clipped efficiently and 2) closed-form solutions to
their line integrals exist or can be numerically computed efficiently.
Here we implement our framework using two different kernels:

the Gaussian and the Epanechnikov kernel. These have been success-
fully used in the signal processing, density estimation, rendering,
and inverse graphics literature [Jakob et al. 2011; Kerbl et al. 2023;
Liu et al. 2021]. Figure 3 shows their shape; we compare their per-
formance in different applications in Section 8.

5.1 Gaussian Kernel
The Gaussian kernel 𝐺𝑖 (x) for primitive P𝑖 is defined as

𝐺𝑖 (x) =
1

(2𝜋)
3
2 ( |Σ𝑖 |)

1
2
𝑒−

1
2 (x−𝒄𝑖 )

𝑇 Σ−1
𝑖 (x−𝒄𝑖 ) , (13)

where Σ𝑖 is the 3× 3 covariance matrix and 𝒄𝑖 its mean. As opposed
to other convex kernels, Gaussians have unlimited support, which
would potentially require evaluating all primitives in the scene for
every ray. In practice, similar to Kerlb et al. [2023], we bound the
kernel’s support to three times the standard deviation, covering
99.73% of the Gaussian’s density.
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EpanechnikovGaussian

Fig. 3. Visual comparison between the 1D (insets) and 2D Gaussian and
Epanechnikov kernels. We plot ±3𝜎 support to visualize the main differ-
ence between them: while the Gaussian kernel has infinite support, the
Epanechnikov is finite, and decays sharply to 0. We further analyze differ-
ences between these kernels in Section 8.

Transmittance Evaluation. We compute the closed-form transmit-
tance of a Gaussian primitive P𝑖 from point x𝑡0 to point x𝑡1 along
the ray r(𝑡) = x0 + 𝜔 𝑡 , all of them defined in the Gaussian’s local
coordinate system (i.e., centered at the mean 𝒄𝑖 and aligned to the
eigenvectors of the covariance Σ𝑖 ), by integrating the optical depth
𝜏𝑖 (x𝑡0 , x𝑡1 ). Plugging in Equation (13) into Equation (11) we get

𝜏𝑖 (x𝑡0 , x𝑡1 ) = 𝜎𝑖
∫ 𝑡1

𝑡0
𝐺𝑖 (x𝑡 ) d𝑡 (14)

=

𝜎𝑖 𝑒
−C1√C0

(
erf

(
𝑡0 (C0 )+C2
(2C0 |Σ𝑖 | )

1
2

)
− erf

(
𝑡1 (C0 )+C2
(2C0 |Σ𝑖 | )

1
2

))
2𝜋 ,

with erf (·) being the error function, and where C0, C1 and C2 are
constants that depend on the ray position and direction, and the
eigenvalues of the Gaussian’s covariance Σ𝑖 . Explicit expressions
for these constants can be found in Appendix B. Assuming expo-
nential media, we can compute the transmittance as 𝑇 (x𝑡0 , x𝑡1 ) =
exp(−𝜏𝑖 (x𝑡0 , x𝑡1 )).

Distance Sampling. For sampling the free-flight distance 𝑡 in a
single Gaussian primitive P𝑖 with PDF 𝑝 (𝑡) = 𝜎𝑖𝐺𝑖 (x𝑡 )T(x0, x𝑡 ),
we need to invert its optical depth (14), which by setting 𝑡0 = −∞
and using a random value 𝜉 ∈ (0, 1) has closed form following

𝑡 (𝜉) =
√
2 erf−1 (C𝑠 (𝜉)) ( |Σ𝑖 |

1
2
√
C0) − C2

𝜎𝑖C0
, (15)

with C𝑠 (𝜉) = −
(
1 + 4𝜋 ln(𝜉)

𝑒−C1
√
C0𝜎𝑖

)
. (16)

For segments where more than one 3D Gaussian is contributing, we
revert to using the bisection solver presented in Section 4. For single
kernels, we normally use Equation 15. In practice, the piece-wise
approximation of the erf−1 function commonly implemented in
GPU math libraries [Kirk 2007] produces large errors for certain
input values, and for these we resort to the bisection solver as well,
at the cost of some performance.

5.2 Epanechnikov Kernel
In our primitive-based rendering framework, Epanechnikov kernels
have a significant advantage compared to Gaussian kernels due to
their limited support. This allows more compact primitive shells,

which accelerate rendering by reducing the number of overlaps. The
3D Epanechnikov kernel E𝑖 (𝑥) for primitive P𝑖 is defined as

E𝑖 (x) =


15
8𝜋 (73 |Σ𝑖 | )

1
2
[1 − 1

7𝑑 (x)] if 𝑑 (x) ≤ 1

0 otherwise ,
(17)

where, analogously to the Gaussian kernel, Σ𝑖 is the 3×3 covariance
matrix, 𝒄𝑖 the mean, and 𝑑 (x) = (x − 𝒄𝑖 )𝑇 Σ−1𝑖 (x − 𝒄𝑖 ).

Transmittance Evaluation. We derive the closed-form transmit-
tance of an Epanechnikov-based primitive between points x𝑡0 and
x𝑡1 by integrating the optical depth between them as

𝜏𝑖 (x𝑡0 , x𝑡1 ) = 𝜎𝑖
∫ 𝑡1

𝑡0
E𝑖 (x𝑡 )d𝑡 (18)

= 𝜎𝑖Knorm (K3 (𝑡30 − 𝑡
3
1 ) + K2 (𝑡20 − 𝑡

2
1 ) + K1 (𝑡0 − 𝑡1)),

where K1, K2, K3 and Knorm are constants that depend on the
ray position and direction, and the eigenvalues of the kernel’s co-
variance matrix Σ𝑖 . Explicit expressions for these constants can be
found in Appendix B. Analogously to any other kernel, and assum-
ing exponential media, we can finally compute the transmittance as
𝑇 (x𝑡0 , x𝑡1 ) = exp(−𝜏𝑖 (x𝑡0 , x𝑡1 )).

Distance Sampling. While there is an analytic solution for invert-
ing Equation (12) for one Epanechnikov kernel, it is not practical,
given its complexity. Instead, we directly use the Newton-Raphson
solver for segments with both one or multiple overlapping kernels.

6 IMPLEMENTATION DETAILS
We implement our method in Mitsuba 3 [Jakob et al. 2022b], which
we extended to support volumes of kernel primitives with different
shell geometries, where we use ray tracing for querying primitives
along the ray. We implement two different integrators, depend-
ing on the target application: 1) a volumetric-primitives path tracer
(VPPT ) supporting scattering media, and 2) a simplified volumetric-
primitives radiance field (VPRF ) integrator that computes the radi-
ance field along a primary ray.
In both cases, we compute transmittance and emission by fol-

lowing the segment-based formulation described in Section 4.2, by
iterating over the segments in an ordered fashion: This fits very
well with our ray-tracing-based querying of the primitives, since we
collect new segments by simply casting new rays from the previous
intersection. Listing 1 shows a skeleton pseudocode for our two
integrators.

6.1 Integrators
Volumetric-primitives path tracer (VPPT). This integrator is mostly

an off-the-shelf volumetric path tracer supporting next-event esti-
mation, with the key modifications of the transmittance evaluation
and sampling, and the medium interaction routines. It solves Equa-
tion (7) using Monte Carlo estimation over multiple paths where,
assuming non-emissive media, the throughput of each sample path
is recursively computed as

𝐿(x0) = 𝛽 (x0, x𝑖 )𝜇𝑡 (x𝑖 )𝛼 (x𝑖 )𝑆 (x𝑖 , 𝜔𝑖 ), (19)
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with 𝜔𝑖 =
x𝑖−x𝑖−1
|x𝑖−x𝑖−1 | , and 𝛽 (x0 → x𝑖 ) the throughput of the eye

subpath until x𝑖 defined as

𝛽 (x0, x𝑖 ) =
𝛽 (x0, x𝑖−1)T(x𝑖−1, x𝑖 )𝜇𝑡 (x𝑖−1)𝛼 (x𝑖 ) 𝑓p (x𝑖−1, 𝜔𝑖−1 → 𝜔𝑖 )

𝑝 (x𝑖 )
,

(20)
where 𝑝 (x𝑖 ) is the probability of generating x𝑖 from the previous
scattering vertex x𝑖−1. In our implementation, we obtain x𝑖 using the
standard practice of first sampling the phase function at x𝑖−1, and
then sampling distance with probability proportional to T(x𝑖−1, x𝑖 ).

Volumetric-primitives radiance field (VPRF). This implements in
our volumetric primitives framework the radiance field image forma-
tion model, similar to e.g. [Kerbl et al. 2023; Mildenhall et al. 2020].
It significantly simplifies the image formation model from VPPT, by
only considering the primary rays from the camera, accumulating
radiance along the ray by querying a spherical harmonics-based
emission in the primitives. In addition, we disable overlapping logic
in order to favour speed. In practice, this means that we approximate
Equation (7) using an ad-hoc approximate of the emission at each
segment following

𝐿𝑘 (x�̂�𝑘,0 , 𝜔) ≈
(
1 − T𝑘 (x�̂�𝑘,0 , x�̂�𝑘,1 )

) ∑︁
𝑖∈𝑆𝑘

𝜏𝑖

(
x�̂�𝑘,0 , x�̂�𝑘,1

)
∑

𝑗∈𝑆𝑘 𝜏 𝑗
(
x�̂�𝑘,0 , x�̂�𝑘,1

)𝑄𝑖 (𝜔) .

(21)

6.2 Ray tracing volumetric primitives
As described above, we limit the support of our kernels by bounding
their bandwidth with an ellipsoid shell. We query the primitives
along a ray leveraging ray-tracing, which we accelerate through
the construction of a BVH using Optix [Parker et al. 2010] for ef-
ficient ray traversal. We implemented a ray-ellipsoid intersection
as a custom intersection routine in Optix. However, we found that
this produces suboptimal BVHs given the potentially large support
of the primitives. Moreover, a custom intersection kernel is signif-
icantly less performant than a hardware-accelerated ray-triangle
intersection test. Thus, instead of using the ray-ellipsoid intersec-
tion, we can triangulate the ellipsoids, and ray-trace on triangles. We
analyzed a variety of triangulation approaches (see Figure 12), and
found a significant boost on performance despite the higher number
of primitives in the scene, finding highly-tesselated icospheres to
perform best in terms of execution times. One could consider using
mesh instancing to avoid duplicating the shell’s geometry. How-
ever, this approach reintroduces the problem of using axis-aligned
bounding boxes for the individual instances in the instances BVH.

Stack array allocation. A limitation of our primitive tracing algo-
rithms is their need to stack information while iterating over the
primitives along the ray. This is particularly necessary for calcu-
lating the list of primitive exit points during segment iteration, as
well as maintaining a record of the active primitives for the cur-
rent segment. Unfortunately, most JIT frameworks, such as Dr.Jit
or PyTorch, do not offer an API with a low enough level to per-
form pointer arithmetic. For efficiency, it is crucial to execute this
performance-critical algorithm in registers, which necessitates the
ability to allocate, access, and write into arrays of variables on the

stack rather than on the heap. Fortunately, the NVidia PTX assembly
language offers local-state space private memory for each thread
to store its own data, which can be utilized for this purpose. We
modified the Dr.Jit [Jakob et al. 2022a] core to include routines in
the JIT compiler that generate such intrinsics.

1 def primitive_tracing(ray, max_depth, P = []):

2 depth = 0

3 𝑡0 = 0.0 # Current segment start time

4 while depth < max_depth:

5 V = [(p, p.𝑡1) for p in P] # List primitive exit points

6 p = ray_intersect(ray) # Find next primitive

7 V.append((p, p.𝑡0)) # Add primitive entry point

8

9 # Process all exit points up to this intersection

10 while not V.is_empty():

11 # Find next vertex to process

12 v = min(V, key=lambda x: x.𝑡)

13

14 # Process segment according to application

15 process_segment(ray, G, 𝑡0, v.𝑡)

16

17 𝑡0 = v.𝑡 # Move on to next segment

18 if p == v.p: break # Check if we have reached p

19 P.remove(v.p) # Exiting v.p

20 V.remove(v)

21

22 P.append(p) # Ray is now entering primitive p

23 ray = ray.move_to(p.𝑡0) # Update ray position

24 depth += 1

Listing 1. Pseudo-code implementation of our primitive tracing algorithm.
In VPPT, process_segment() samples a medium interaction in that seg-
ment and recursively calls primitive_tracing() on sampled position. In
VPRF, process_segment() computes the radiance field contribution of that
segment following Equation (21).

6.3 Differentiating volumetric primitive integrators
We develop a backward derivatives propagation routine for our
integrators, so that they can be used to solve inverse problems.
Drawing parallels to the work by Vicini et al. [2021b], these routines
utilize the same sequence of random numbers to generate identical
light paths in both the primal and backward rendering phases, and
propagate the gradients to and from the scene parameters along
these paths. Additionally, they accept the total radiance along these
paths as input, which is then used to retrieve the various quantities
required for reverse-mode differentiation.
A unique aspect of our adjoint implementation is the inclusion

of loops to iterate over primitives along a ray and influence the
different segments. Unfortunately, automatic differentiation systems
like Dr.Jit [Jakob et al. 2022a] do not support automatic derivative
propagation through loops. Although it is possible to modify Dr.Jit
to automatically generate the appropriate transformation, it would
not yield an efficient outcome, as each loop iteration would require
storing copies of all loop variables to facilitate a reversal under
general conditions. Consequently, it is imperative to provide an
adjoint formulation of the derivative propagation within those loops.
Appendix C includes the adjoint form for our two integrators.

The full derivations and implementation details can be found in
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the Supplemental document, as well as comparisons against finite
differences. It is important to highlight that the backward propaga-
tion process in our implementation has the capability to propagate
gradients to all primitive parameters simultaneously. This is a sig-
nificant advantage over finite differences, which typically handles
parameters individually.

7 APPLICATIONS
We can use our volumetric primitives and rendering algorithms in
a wide range of volume rendering applications, from traditional
forward rendering of scattering media, to physically-based (PB)
inverse rendering, and radiance field optimization and rendering.

7.1 Forward Rendering
In our forward rendering experiments we focus on scenes where
only density varies, and we fix the single-scattering albedo and
phase function. We set the primitive kernel to a Gaussian kernel,
which is more suitable for representing smooth volumetric data such
as clouds or smoke. We use three different volumetric assets, ob-
tained from voxel grid representations. We transform the grid-based
representation to a Gaussian mixture model (GMMs) by optimiz-
ing the GMM using the inverse tomography pipeline we describe
later in Section 7.2, where the GMM is optionally initialized using
expectation-maximization [Moon 1996]. The cost of fitting depends
on the number of primitives, ranging from 15 minutes of the Smoke
asset (Figure 6), to several hours in the most complex Cloud asset
(Figure 1). Note however that in our implementation this process is
not optimized and can be significantly accelerated. Further details
can be found in the Supplemental document.

7.1.1 Experiment setup. As baseline, we compare ourmethod against
a grid-based representation of the volume rendered using a weighted
delta tracking free-flight sampler [Raab et al. 2006; Woodcock 1965]
with transmittance computed using residual ratio tracking [Novák
et al. 2014]. For both free-flight sampling and transmittance esti-
mation, we use a local majorant precomputed in a coarser grid
where each supervoxel stores local statistics (local majorant, mi-
norant, and average density) over a 43 voxels neighborhood. This
supervoxel-grid is traversed during sampling using DDA [Szirmay-
Kalos et al. 2011]. Having tighter (local) majorants substantially
improves free-flight sampling in complex heterogeneous media, re-
ducing the probability of null-scattering events. We choose residual
ratio tracking as the transmittance estimator for next-event estima-
tion in all the references, using the average local density as control
coefficient; cost per sample for our DDA traversal-based residual
ratio tracking is substantially smaller than e.g. power-series estima-
tors [Georgiev et al. 2019], which is typically favored for high albedo
volumes, where long paths and higher sample counts are expected.
Unless otherwise stated, the reference voxel grid is computed by
voxelizing our mixture model into a high-resolution grid, so that the
distributions of density between the reference and our method are
as close as possible, allowing per-pixel error comparisons in terms
of computing gain.

As for ourmethod, we use our VPPT integrator with next-event es-
timation (NEE). We trade off quality for performance in our analytic

Ours (Gaussian)  - Converged 
40k Primitives (1.6MB) 

Reference (Dense Grid) - Converged
5123  Resolution (550.4MBs)

Fig. 4. Dust explosion asset, fitted to 40k Gaussians and discretized into
a 5123 resolution grid, both rendered until convergence. We achieve high
quality fits and renders on tiny memory budgets.

Bias Analysis on different sampling techniques (cloud, 1024spp) 

Semi-Analytic Sampling  (Reference)
Bisection solver, 8 iterations per critical segment 
Rendering time: 15.567mins 

 
Uniform Sampling along the critical segment
MSE to reference: 1.978e-5

Rendering time: 6.275mins (x2.48 faster) 
 

Fig. 5. Cloud asset, rendered with 1024 samples per pixel with both our
unbiased semi-analytic (left) and our biased uniform sampling (right) dis-
tance sampling techniques inside each segment. Given the accuracy of our
transmittance estimates and the small size of segments in complex assets
such as cloud, the bias introduced is minimal, while obtaining significant
speed-ups. Rendering times reported on a NVIDIA RTX 3080.

transmittance estimates (Figure 6) with Russian Roulette termina-
tion during NEE, and simplifying sampling by uniformly sampling
a position along the critical segment instead of inverting the CDF
over all intersecting Gaussians.

7.1.2 Results. Figures 1 and 4 demonstrate our method rendering
complex assets with high constant single-scattering albedo (𝛼 =

0.99). The main source of variance in these scenarios is the free-
flight sampling. Our method compares positively against state-of-
the-art techniques for grid-based volume rendering, both in terms of
performance and memory footprint. Given that the main limitation
in production volume renderers has traditionally been memory
bandwidth, our approach could deliver substantial speedups; while
also being appealing in more memory-constrained environments.

Figure 5 analyzes the bias introduced by using the biased uniform
distance sampling inside the segment, instead of numerically invert-
ing the CDF. At the cost of a small amount of bias, uniformly sam-
pling the distance inside segments gives a very substantial speed-up
compared to the exact semi-analytical CDF inversion.

Comparison against transmittance estimators. In Figure 6 we com-
pare our analytical transmittance estimation against state-of-the-art
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Fig. 6. Smoke asset, fitted to 900 Gaussians (37KB) and discretized into a 5123 resolution grid (550.4MBs) to be used by previous work. The supervoxels grid
has a resolution of 643 voxels. In this integrator, only primary rays are traced. We show a single sample per pixel (spp) in all the renders above. Our analytic
transmittance estimation produces no variance from a single spp (reported error is primarily the discretization difference between the GMM and voxel grid
distributions), while our rendering solution still delivers lower cost per sample than competing Monte Carlo-based estimators, at a fraction of the memory
footprint. We can further reduce cost per sample to 2.84ms by disabling segment-by-segment integration, and simply integrating every intersected Gaussian
along the primary ray paths as a whole, producing the same image. We use the former during distance sampling, and the latter during next-event estimation,
maximizing efficiency while staying unbiased. Rendering times reported on a NVIDIA RTX 3080.

tracking techniques on an absorbing medium lighted by a constant
white environment, where the sole contributor to variance is trans-
mittance. We use the Smoke asset, approximated with 900 Gaussians.
We compare against a wide range of transmittance estimators: track-
length delta tracking [Raab et al. 2006; Spanier 1966; Spanier and Gel-
bard 2008], ratio tracking[Cramer 1978; Novák et al. 2014], residual
ratio tracking [Novák et al. 2014], ray marching [Perlin and Hoffert
1989; Tuy and Tuy 1984] and both power series-cumulative and power
series-CMF [Georgiev et al. 2019]. Note that all of these estimators
are unbiased except ray marching. For residual ratio tracking, we
use the average local density as the control coefficient, and both
this estimator, ratio tracking and track-length delta tracking leverage
local statistics to reduce cost per sample and improve sampling
efficiency. The rest of the estimators use global statistics instead.
Our analytic transmittance integrator produces estimates with zero
variance even on a single sample per pixel. Our cost per sample is
also the smallest of all tested approaches, which further showcases
the efficiency of our approach.

Analysis on quality-performance trade-off. The performance of
our method is dependent on the number of primitives used to model
the density distribution, and most importantly, on the amount of
overlap between them. However, aggregation is straightforward
when using Gaussian distributions; in Figure 7, we explore the
scalability of our approach: at the cost of some visual fidelity, we
can drastically increase compactness and rendering speed. This
also makes our representation very suitable for level-of-detail (LoD)
applications.
Note that our approach provides a significant compression rate

even when compared with state-of-the-art adaptive grid approaches
(OpenVDB), with a small penalty on quality (sharpness). In terms of
performance, adaptive grid approaches require tracking algorithms
as discussed earlier and thus would suffer from similar increased
variance compared with our method. It is expected though that
NanoVDB would provide some speed-up compared with dense grids

due to reduced GPU memory bandwidth, with additional penalties
on lookups due to tree traversal.

7.2 Physically-Based Inverse Rendering
Our primitive-based formulation of media is very suitable for in-
verse problems where the optical properties of heterogeneous media
are reconstructed from observations, given its compactness in both
representation and gradients. For that, we use a differentiable ver-
sion of our VPPT integrator, with the adjoints presented in Section 6.
In this section we demonstrate a proof-of-concept inverse pipeline,
under different problems setups, including both the inversion of
absorbing and scattering media. Note that it is outside the scope of
this paper to provide a robust, fully-fledged optimization pipeline,
which would require further investigation.

Parameterization. We parameterize our 3D Gaussians similarly to
3D Gaussian splatting [Kerbl et al. 2023], distilling them into mean,
scale and rotation (using Euler angles instead of quaternions), which
we optimize and then later use to compute the covariance matrix
Σ𝑖 for the primitive P𝑖 as

Σ𝑖 = R𝑖S𝑖S𝑇
𝑖 R

𝑇
𝑖 (22)

with R𝑖 and S𝑖 the primitive rotation and scale matrices, respec-
tively.

Optimization Procedure. We begin our set of primitives with a
single entity and gradually incorporate more primitives by randomly
sampling points on the bounding sphere of all current primitives.
The parameters of the primitive are optimized using an adapted
version of the Adam optimizer [Kingma and Ba 2017] that we call
Bounded Adam, which establishes hard limits on the boundary values
of some parameters to avoid 1) intersection artifacts on extremely
small primitives; 2) generating primitives outside of the determined
scene bounding box, and 3) avoiding large primitives, which due
to our reliance on axis-aligned bounding boxes for the BVH would
increase our rendering times.
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Ours, 2.6k primitives GMM (107KB)

Ablation on GMM complexity, converged cloud, 1024spp

Original cloud (999x634x1224 effective resolution, 480MB VDB volume) Ours, 16.2k primitives GMM (639KB)
MSE: 1.621e-4
Rendering time: 26.27mins

MSE: 1.717e-4
Rendering time: 19.43mins

MSE: 2.72e-4
Rendering time: 11.67mins

Ours, 5.6k primitives GMM (224KB)

Fig. 7. Cloud asset, rendered at 1024spp with varying amounts of Gaussian primitives, vs the original VDB volume. We achieve high compression rates
(a ×5251 compression rate with respect to the dense voxel grid, compared to the ×6.823 rate obtained by OpenVDB) and can easily trade off quality for
memory and performance. Reported timings on a NVIDIA RTX 3080, equal settings for our method. Further performance gains can be achieved by tuning
down individual parameters depending on the asset complexity (e.g., reducing the maximum number of overlapping kernels to be considered per segment).

Reference 
(original)

Ours  
(900 kernels)

Fig. 8. Original Smoke voxel grid (left), and our fit with a 900 Gaussians
computed using our inverse tomography pipeline (right), starting from a
random set of primitives. We achieve a PSNR of 54.028dB and a compression
rate over the original volume of ×291. We use this optimized asset in Figure 6.

Bounded Adam. The key idea of Bounded Adam is to move the op-
timized value by half of the distance towards the bound if a gradient
step reaches one of the bounds. This ensures that the optimization
process can approach the bound as closely as possible without ever
stepping over it. In our experience, this works better than simply
clamping the values, as this process will also reset the optimizer
state for this parameter.

Loss. We employ a 𝜆-weighted combination of mean-absolute
error (L1) and D-SSIM [Wang et al. 2004], to which we add two regu-
larization terms to control anisotropy and density of small primitives.
This prevents individual primitives from overfitting specific details
in the training images. It should be noted that these regularization
terms are only active above a certain threshold. In summary, the
loss we use for reconstruction reads

L = 𝜆L1 + (1 − 𝜆)LSSIM + Lani + Ld , (23)

with

Lani = 𝑤ani

𝑁∑︁
𝑖=1

min (Eig(S𝑖 ))
max (Eig(S𝑖 ))

and Ld = 𝑤d

𝑁∑︁
𝑖=1

𝜎𝑖

|S𝑖 |
,

Fig. 9. Inverse tomography from a focal stack. Left: Selected frames from a
focal stack composed of 32 images, rendered with the same camera pose
and linearly interpolating focus distance between far and near planes (top);
fitting results after 1500 iterations (bottom, 907 primitives, PSNR: 39.3186).
Right: Reference evaluation views (top) and novel rendered views (bottom)
from our inverse telecentric tomographic reconstruction. We can see that
even when trained on a single camera pose, it can reconstruct 3D structure.

where𝑤ani and𝑤d are theweight parameters controlling the strength
of the two regularizers, and Eig(·) being the eigenvalue operator.

7.2.1 Results.

Inverse tomography. We first demonstrate our pipeline on recon-
structing heterogeneous density on purely absorbing media, illu-
minated by a constant white environment with a Gaussian kernel.
Figure 8 shows results on the Smoke dataset, where we obtain a
PSNR of 54.028dB with only 900 Gaussians, starting from a random
set of Gaussians, from a set of 16 images around the smoke plume.
Note that this pipeline has been used to generate all the assets in
Section 7.1.

Figure 9 further demonstrates our pipeline with a more challeng-
ing camera model, mimicking tomographic microscopy. We create a
focal stack using a telecentric (orthographic thin-lens) camera from
a single point of view on an absorbing Bulldozer dataset. We recon-
struct it with 907 Gaussians from that focal stack of 32 images using
our pipeline. Even when employing a single point of view and using
limited numbers of primitives, we obtain good 3D reconstructions
from the focus stack (PSNR: 39.3186), even from unseen points of
view (right).
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(d) reference(c) converged(b) intermediate(a) initial

Fig. 10. Inverse scattering results on the Smoke asset. Starting from a sin-
gle primitive (a), we iteratively optimize its parameters and spawn child
primitives surrounding it, progressively adding more detail (b). Our final
mixture model (c) achieves a PSNR of 36.64614 dB on average using only
551 Gaussians. The scattering medium is illuminated by a white enviroment,
removed for visualization.

Inverse scattering. Figure 10 shows the result of a more com-
plex experiment, where we reconstruct a heterogeneous scattering
medium. This is significantly more challenging than tomography,
given the much higher dimensionality of the problem (i.e. long paths,
high sampling variance due to multiple scattering). We reconstruct
a highly-scattering version of the Smoke plume with an isotropic
phase function, from a set of 32 images (resolution of 2562 pixels)
around the asset. As opposed to the inverse tomography in Figure 8,
we start from a single Gaussian and progressively spawn child Gaus-
sians surrounding it in order to add detail in a progressive and
controlled manner, and run our optimization for 1200 iterations. We
converged to a 551-Gaussians fit, with a PSNR 36.64 dB on average.

7.3 Radiance Fields
As a third application, we present a complete inverse radiance
field optimization and rendering pipeline, that reconstructs view-
dependent appearance of both synthetic and real-world scenes from
captured images. The purpose of this experiment is to further show-
case the flexibility of our approach and demonstrate how it can
enhance the capabilities of competing kernel-based radiance field
solutions such as 3DGS.
For this application, we use our simpler volumetric primitive ra-

diance field (VPRF) integrator (Section 6). Note that while this inte-
grator is a coarse approximation of the underlying physical model
described in Section 4, it is less important in this application, since
the parameters for the kernel primitives are optimized to match the
input data, thus compensating for the approximation. This simplifi-
cation improves performance by dropping support of segment by
segment integration. Since we reconstruct scenes with surface-like
features, we use both Gaussian and Epanechnikov kernels in this
application. Similar to previous works [Kerbl et al. 2023] we use
a spherical harmonics expansion to model the anisotropic emis-
sion per primitive 𝑄𝑖 (𝜔). For a detailed view on our optimization
pipeline, including initialization, pruning and cloning strategies,
and hyperparameters used, we refer to the supplementary material.

Table 1. Quantitative quality comparison against competing methods on
the real MipNeRF-360 [Barron et al. 2022] and Tanks [Knapitsch et al. 2017]
datasets, and on the synthetic Blender dataset [Mildenhall et al. 2020].
Average values for each metric and dataset are reported. Individual results
and average execution times can be found in Supplemental.

MipNeRF-360 Tanks NeRF-Blender
Method PSNR↑ SSIM↑ PSNR↑ SSIM↑ PSNR↑ SSIM↑
NeRF 21.76 0.455 21.76 0.455 32.54 0.961
Plenoxels 21.91 0.496 23.22 0.774 34.10 0.975
iNGP-Base 22.19 0.491 23.26 0.779 35.64 0.981
Mip-NeRF 360 24.31 0.685 24.91 0.857 36.10 0.980
3D Gaussian Splatting 25.25 0.771 25.19 0.879 36.073 0.982
Ours - Gaussian 22.07 0.536 23.93 0.850 32.11 0.957
Ours - Epanechnikov 21.56 0.515 23.98 0.845 33.60 0.972

As opposed to 3DGS, we use the same parameters in all our experi-
ments, for both synthetic and real datasets. Fine-tuning per dataset
could substantially improve the presented results.

7.3.1 Results. Figure 11 shows qualitative comparisons against
previous works [Barron et al. 2022; Fridovich-Keil et al. 2022; Kerbl
et al. 2023; Mildenhall et al. 2020; Müller et al. 2022]. Quantitative
average quality metrics can be found on Table 1, while Table 2 gives
an overview of where our method stands with respect to previous
work in terms of compression, rendering times, optimization times
and other metrics. A complete quantitative evaluation can be found
in Supplemental.
Our results suggest comparable performance in terms of image

quality to previous ray-traced radiance field solutions (e.g., instant
NGP [Müller et al. 2022]), while falling behind the state-of-the-art,
rasterized 3DGS [Kerbl et al. 2023]. However, our method is faster
than previous radiance field ray-traced works, achieving framerates
of ∼40-50 FPS on complex scenes on average using quality pre-
sets. In many cases, the Epanechnikov kernel not only outperforms
Gaussian kernels in rendering speed, but also in visual quality.

Ablation on the choice of shell. We use analytic ellipsoids as shells
during the optimization due to their memory compactness. However,
as discussed in Section 4, we propose several alternatives when
rendering (forward or inverse) with bigger memory budgets. In
Figure 12 we include an ablation over the synthetic datasets we
optimized, where we show up to 4.96 times faster rendering speed
when using alternative triangle-mesh based shells.

Ablation on Maximum Primitive Depth. We can trade off quality
for performance by limiting maximum primitive depth. Since 3DGS
sorts the primitives before splatting, the potential performance
gain by early integration termination is limited. In contrast, using
ray-tracing can provide significant speedups in rendering times by
terminating recursion early, as shown in Figure 13.

7.3.2 Comparison with 3DGS. While slower than the rasterization-
based baseline 3DGS, our ray-traced volumetric model, derived from
the RTE introduces several advantages, including:

Accurate Ordering. Due to the inherent order obtained through
recursive ray-tracing, we do not need to sort our primitives, and our
order is exact, taking the anisotropic shape of our primitives into
account. This avoids potential ordering artifacts observed in 3DGS,
where primitives are sorted solely on their means and transformed
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Fig. 11. Qualitative comparison against previous radiance field rendering methods, including Plenoxels [Fridovich-Keil et al. 2022], Instant NGPs [Müller et al.
2022] and Mip-NeRF360 [Barron et al. 2022], and the rasterized 3DGS [Kerbl et al. 2023], in the real datasets garden, train, playroom and counter (Tanks and
Temples [Knapitsch et al. 2017] and MipNeRF360 datasets [Barron et al. 2022]). Our method offers competitive quality with respect to the state of the art, and
it stands as the fastest ray-traced solution (Table 2). Both our tested kernels perform similarly in terms of quality in real scenes, while Epanechnikov kernels
are substantially faster. Complete quantitative evaluations can be found in Appendix, as well as expanded images of the insets presented in this figure

.
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Table 2. Qualitative comparison of our method with other popular radiance-field (RF) approaches. Reported performance metrics are averages
over the tested real datasets, using quality (lower bound) and performance (upper bound) presets in our case. The complete set of results can be found in
Supplemental. All timings are reported on similar setups using an RTX A6000, with timings of previous works taken from [Kerbl et al. 2023].

Method NeRF Plenoxels iNGP Mip-NeRF 360 3DGS Ours - Gaussian Ours - Epanechnikov
[Mildenhall et al. 2020] [Fridovich-Keil et al. 2022] [Müller et al. 2022] [Barron et al. 2022] [Kerbl et al. 2023]

Optimization time (RF) ∼12-24h ∼0.1-0.5h ∼2-8m ∼48h ∼0.3-0.5h ∼2h-16h 1h-10h
Rendering speed (RF, real datasets) ∼0.05-0.1 FPS ∼6-13 FPS ∼3-17 FPS ∼0.06-0.14 FPS ∼134-197 FPS ∼28-39 FPS ∼42-53 FPS
Memory footprint (RF) ∼5-10MB ∼1-2.7GB ∼13-48MB ∼5-10MB ∼100-730MB ∼100-900MB ∼100-900MB
Rendering framework Ray-tracing Ray-tracing Ray-tracing Ray-tracing Rasterization Ray-tracing Ray-tracing
Complex camera models Yes Yes Yes Yes No Yes Yes

bulldozer

Fig. 12. Rendering times using different shells across synthetic dataset
scenes optimized with our method. Triangle-mesh-based shells excel at
performance due to hardware ray-triangle intersection support and a more
efficient traversal, at the cost of some extra memory per primitive. On
average, we got a speedup of X4.96 by using triangle mesh icospheres vs
analytical 3D ellipsoids.

bulldozer

Fig. 13. Effect of maximum depth (number of Gaussians integrated in the
ray), as a function of PSNR quality and rendering time, on synthetic datasets.
At a maximum depth of 14 Gaussians/ray, we averaged 2.36ms per frame
(434.78 FPS) across all datasets, while achieving a good balance between
quality and performance. With a more aggressive setting, at 10 Gaussian-
s/ray, we measured an average execution time of 1.82ms (549.45 FPS).

Fig. 14. Complex camera models in radiance fields. We render the playroom
dataset (MipNeRF360 datasets [Barron et al. 2022]) using a 360-degree cam-
era. Our ray-tracing-based framework allows us to use arbitrarily complex
camera models, as opposed to 3DGS. Artifacts on the ceiling and under the
table are due to undersampling in the training data.

to billboards when splatted, which may cause popping artifacts
(Figure 15) and inconsistent ordering among different views.

Ray tracing. Among the many advantages of working in a ray-
tracing framework compared to rasterization are the possibility of
employing complex camera models without any perspective correc-
tions for both reconstruction and rendering. We showcase the latter
by rendering one of our RF optimized scenes with a 360-degree cam-
era in Figure 14. It is also straightforward to support better foveated
and wide-angle rendering in VR applications and further accelerate
path-tracing pipelines that rely on precomputed radiance emission
to model complex light sources [Condor and Jarabo 2022; Zhu et al.
2021]. By leveraging prior work on early ray-termination, we also
obtain a simple way of controlling rendering speed at the cost of
some quality. A physically-based ray-traced formulation further
enables future extensions towards relighting, global illumination,
soft shadows, etc.

8 COMPARISON BETWEEN KERNELS
Finally, we assess the differences between the two proposed kernels.
Gaussian kernels have properties that could be desirable in some
situations (e.g. the convolution of Gaussians is Gaussian; convolving
Gaussian kernels over the GMMs could be used to simulate anima-
tion, LoD, and motion blur [Leimkühler et al. 2018] efficiently). In
contrast, Epanechnikov kernels have limited support, which creates
more compact primitives, resulting in more efficient acceleration
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Fig. 15. Splatting a mean-sorted stack of Gaussians creates noticeable ar-
tifacts. Rotating 3DGS Gaussians can "jump" order sharply depending on
viewpoint, which is normally compensated through the optimization pro-
cess by adding more Gaussians.

Fig. 16. Example toy tomography of a mesh-bounded absorbing medium.
We render 8 different views around the volume. For both kernels, we initialize
on the same 8 randomly sampled primitives and optimize this fixed set until
convergence (1-2 minutes). The Epanechnikov kernel performs substantially
better in this controlled example; its faster decay seems to bettermodel sharp
edges. We observed a similar behaviour in our (uncontrolled) experiments
with radiance field optimizations in Section 7.3.

structures and a sparser representation. We showcase these differ-
ences on a couple of experiments.

Regression quality comparison. We set up a simple inverse tomog-
raphy experiment, where we optimize an heterogeneous absorbing
medium and with an 8-primitives mixture model. The absorbing me-
dia is surrounded by a constant environmental emitter. The results
of this experiment can be seen in Figure 16. The sharp decay and
smaller footprint of Epanechnikov kernel results in much sharper
fits. This behavior makes them a potentially better candidate for
hard surfaces and high-frequency detail.

Fig. 17. Speed comparison between Gaussian and Epanechnikov kernels.
For virtually the same radiance field (PSNR between the different mixture
renders of 38.05 dB), the Epanechnikov kernel is 3.26X faster than the Gauss-
ian one (1spp, average over 6 views, analytic shells).

Rendering speed comparison. In Figure 17 we compare the render-
ing performance from two mixtures (Gaussian vs Epanechnikov)
on a more complex radiance field example. We use our radiance
field pipeline (Section 7.3), and train a Gaussian mixture model of
the Bulldozer asset. Then, we swap the Gaussian kernel with the
Epanechnikov, and optimize solely the scale for a few more itera-
tions (using the Gaussian renders as a reference, not the original
images). Producing virtually the same images, the Epanechnikov-
based mixtures are much faster mainly due to the compactness of
the primitive shells. The main performance bottleneck of our ap-
proach is ray traversal in a potentially degenerate BVH due to large
overlapping kernels, which substantially improves with compaction.
The difference can be even greater on large-scale scenes, where a
single large primitive (e.g., in the sky) can substantially decrease
overall performance.

9 DISCUSSION
We have presented a general framework for model scattering and
emissive media using volumetric primitives based on 3D kernels. To-
gether with an efficient implementation in different integrators (and
their adjoints), we have shown a variety of applications including
physically-based forward and inverse rendering of media, as well
as radiance field rendering. Our volumetric primitives are flexible,
compact and very efficient to render. We have shown the versatility
of our approach in using different kernels, and the potential benefits
of extending beyond the classic Gaussian kernel in rendering tasks.
We have cleared the way for the introduction of other kinds of ker-
nels in the future, and expect the method to be of great interest in
a media production environment progressively more interested in
real-time solutions for path tracing and physically-based rendering.

Limitations & Future Work. Our work presents several limitations
and opportunities for future work. First of all, exploring how to
generalize our radiative framework to anisotropic or correlated
media will increase the range of scenes our model can support, in-
cluding volume-based representations of scenes with solid surfaces.
Exploring how a primitive-based general media can be used for
level-of-detail of complex appearance is also a promising avenue of
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future work, compared to voxel grid-based approaches [Loubet and
Neyret 2017; Vicini et al. 2021a].
Our inverse optimization pipeline demonstrates the potential

of our method for inverse rendering tasks, but we acknowledge
that more work is needed to optimize for more complex volumetric
media. This would require a more thorough analysis on the initial-
ization, losses and optimization strategies, specially as we increase
the complexity of the underlying light transport theory. This would
significantly improve how our assets are modeled, which for now
are limited to density-only heterogeneities.

As for the kernels proposed, there is a myriad of potentially good
candidates, and different applications might benefit from different
kernels. One particularly interesting avenue of future work would
be to use parametric kernels, which could potentially bring higher
flexibility and expressive power per primitive, reducing the number
of primitives required for modelling an asset.

Another limitation of our inverse pipelines is the comparatively
longer training times when compared to other alternatives. A large
contributor to this is the JIT-compilation of the scene, which is re-
run for every new iteration. This can be substantially improved by
re-using compiled code across iterations, which is merely a technical
limitation of DrJIT and could be lifted in the near future.
In terms of absolute rendering quality, our radiance fields are

slightly lacking when compared with current state of the art [Kerbl
et al. 2023]. Still, we perform similarly to previous ray-tracing
based solutions while offering much faster rendering and gracefully-
degrading quality-performance tools. Furthermore, a physically-
based formulation for modelling and rendering can bring many
advantages over a rasterized framework (i.e. shadows, scattering,
complex camera models, integration into physically-based render-
eres, etc).We believemore development on the optimization pipeline
can easily bring it up to par with 3DGS in quality as well.
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A SINGLE-SCATTERING ALBEDO AND PHASE
FUNCTION

For completeness, here we extend the mixture-based optical prop-
erties’ definition introduced in Section 4 to kernel-mixture-based
single-scattering albedo and phase function. They are computed
similarly to the extinction coefficient in Equation (6), with the key
difference of requiring normalization. Thus, for a set of 𝑁 primitives,
the single-scattering albedo 𝛼 (x) and phase function 𝑓p (x, 𝜔′ → 𝜔)
are defined as

𝛼 (x) =
𝑁∑︁
𝑖=1

𝜎𝑖𝐾𝑖 (x)𝛼𝑖∑𝑁
𝑖=1 𝜎𝑖𝐾𝑖 (x)

, (24)

𝑓p (x, 𝜔′ → 𝜔) =
𝑁∑︁
𝑖=1

𝜎𝑖𝐾𝑖 (x) 𝛼𝑖 𝑓p,𝑖 (𝜔 ′ → 𝜔)
𝛼 (x) , (25)

respectively, with 𝛼𝑖 and 𝑓p,𝑖 (𝜔 ′ → 𝜔) the single-scattering albedo
and phase function of primitive P𝑖 .

B KERNEL TRANSMITTANCE EXPRESSIONS

B.1 Gaussian kernel
Assuming our ray direction normalized, we can compute the cumu-
lative distribution function (CDF) of a single 3D Gaussian primitive
along the given ray as

𝑃 =
1

(2𝜋)
3
2 |Σ|

1
2

∫ 𝑡1

𝑡0
𝑒
− 1

2

(
(𝑥0,𝑥 +𝜔𝑥𝑡 )2

𝑆2𝑥
+

(𝑥0,𝑦+𝜔𝑦𝑡 )2

𝑆2𝑦
+ (𝑥0,𝑧+𝜔𝑧𝑡 )2

𝑆2𝑧

)
d𝑡 =

𝑒−C1√C0
(
erf

(
𝑡1 (C0 )+C2
(2C0 |Σ | )

1
2

)
− erf

(
𝑡0 (C0 )+C2
(2C0 |Σ | )

1
2

))
2𝜋 ,

(26)
with

C0 = 𝑆2𝑥𝑆2𝑦𝜔2
𝑧 + 𝑆2𝑥𝑆2𝑧𝜔2

𝑦 + 𝑆2𝑦𝑆2𝑧𝜔2
𝑥 ,

C1 =
C3 + C4
2C0

,

C2 = 𝑥0,𝑧𝑆2𝑥𝑆2𝑦𝜔𝑧 + 𝑥0,𝑦𝑆2𝑥𝑆2𝑧𝜔𝑦 + 𝑥0,𝑥𝑆2𝑦𝑆2𝑧𝜔𝑥 ,
C3 = (𝑥20,𝑥𝑆

2
𝑦 + 𝑥20,𝑦𝑆

2
𝑥 )𝜔2

𝑧 − 2𝑥0,𝑧𝜔𝑧 (𝑥0,𝑦𝑆2𝑥𝜔𝑦 + 𝑥0,𝑥𝑆2𝑦𝜔𝑥 ),

C4 = 𝜔2
𝑦 (𝑥20,𝑥𝑆

2
𝑧 + 𝑥20,𝑧𝑆

2
𝑥 ) − 2𝑥0,𝑥𝑥0,𝑦𝑆2𝑧𝜔𝑥𝜔𝑦 + 𝜔2

𝑥 (𝑥20,𝑦𝑆
2
𝑧 + 𝑥20,𝑧𝑆

2
𝑦),

and 𝑡0, 𝑡1 defining the segment along the ray being integrated. This
equation will be plugged in Equations (9) and (11) to compute the
contribution of each overlapping primitive to the accumulated trans-
mittance along the ray. However, to simplify this equation and ac-
celerate rendering, we can resort to integrating along the whole
domain of the ray 𝑡0 = −∞, 𝑡1 = ∞ when no overlaps are detected
between the integration limits (shell) of a given primitive. This
further simplifies the integral to

𝑃 =
𝑒−C1√C0

𝜋
. (27)

Epanechnikov kernel Again, assuming our ray direction normal-
ized, we can compute the CDF of a single 3D Epanechnikov primitive
along the given ray as

𝑃 =
15

8𝜋 (73 |Σ|)
1
2

∫ 𝑡1

𝑡0[
1 − 1

7

(
(𝑥0,𝑥 + 𝜔𝑥 𝑡)2

𝑆2𝑥
+
(𝑥0,𝑦 + 𝜔𝑦𝑡)2

𝑆2𝑦
+
(𝑥0,𝑧 + 𝜔𝑧𝑡)2

𝑆2𝑧

)]
d𝑡 =

𝐾norm (K3 (𝑡30 − 𝑡
3
1 ) + K2 (𝑡20 − 𝑡

2
1 ) + K1 (𝑡0 − 𝑡1)),

(28)

with

K1 = 3((𝑥20,𝑥 − 7𝑆2𝑥 )𝑆2𝑦 + 𝑥20,𝑦𝑆
2
𝑥 )𝑆2𝑧 + 𝑥20,𝑧𝑆

2
𝑥𝑆

2
𝑦),

K2 = 3(𝑥0,𝑧𝑆2𝑥𝑆2𝑦𝜔𝑧 + 𝑥0,𝑦𝑆2𝑥𝑆2𝑧𝜔𝑦 + 𝑥0,𝑥𝑆2𝑦𝑆2𝑧𝜔𝑥 ),
K3 = 𝑆

2
𝑥𝑆

2
𝑦𝜔

2
𝑧 + 𝑆2𝑥𝑆2𝑧𝜔2

𝑦 + 𝑆2𝑦𝑆2𝑧𝜔2
𝑥

Knorm =
15

168𝜋7
3
2 |Σ|2

,

and 𝑡0, 𝑡1 defining the segment along the ray being integrated.

C INTEGRATOR ADJOINTS
Here we include the adjoints for both the VPPT and VPRF integra-
tors. For simplicity, in the following formulas we omit the set of
kernel primitives for all summations and products, as well as the
positional dependence.

Adjoint VPPT. The derivative of Equation (20) is

𝛿𝐿 = 𝛿 (𝛽) · 𝛼𝑆 · T𝑆 · 𝜇𝑆 · 𝐿𝑖 + 𝛽 · 𝛿 (𝛼𝑆 ) · T𝑆 · 𝜇𝑆 · 𝐿𝑖
+ 𝛽 · 𝛼𝑆 · 𝛿 (T𝑆 ) · 𝜇𝑆 · 𝐿𝑖 + 𝛽 · 𝛼𝑆 · T𝑆 · 𝛿 (𝜇𝑆 ) · 𝐿𝑖
+ 𝛽 · 𝛼𝑆 · T𝑆 · 𝜇𝑆 · 𝛿 (𝐿𝑖 )

with

𝛿𝛼𝑆 =
∑︁
𝑖

©«𝛿 (𝛼𝑖𝑝𝑖 ) · 1∑
𝑗 𝑝 𝑗

− 𝛿 (𝑝𝑖 ) ·
1

(∑𝑗 𝑝 𝑗 )2
·
∑︁
𝑗

𝛼 𝑗𝑝 𝑗
ª®¬ ,

𝛿𝑇𝑆 =
∑︁
𝑖

𝛿 (𝑒−𝜏𝑖 ) ·
(∏𝑗 𝑒

−𝜏 𝑗 )
𝑒𝜏𝑖

,

𝛿𝜇𝑆 =
∑︁
𝑖

𝛿𝜇𝑖 ,

and 𝑝𝑖 = 𝜎𝑖𝐾𝑖 (x).

Adjoint VPRF. The derivative of Equation (7) is

𝛿𝐿 =

𝑀∑︁
𝑘=1

𝛿 (T𝑘−1)𝐿𝑘 + T𝑘−1𝛿 (𝐿𝑘 ),
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with for the VPRF integrator

𝛿T𝑘 =

𝑘∑︁
𝑗=0

𝛿 (T𝑗 )
∏𝑘

𝑙=0 T𝑙
T𝑗

,

𝛿𝐿𝑘 = 𝛿
©«1 −

∏
𝑖∈𝑆𝑘

𝑒−𝜏𝑖 ª®¬
∑︁
𝑖∈𝑆𝑘

(
𝑄𝑖

𝜏𝑖∑
𝑗 𝜏 𝑗

)
+ ©«1 −

∏
𝑖∈𝑆𝑘

𝑒−𝜏𝑖 ª®¬
∑︁
𝑖∈𝑆𝑘

𝛿

(
𝑄𝑖

𝜏𝑖∑
𝑗 𝜏 𝑗

)
,

where

𝛿
©«1 −

∏
𝑖∈𝑆𝑘

𝑒−𝜏𝑖 ª®¬ =
∑︁
𝑖∈𝑆𝑘

−𝛿 (𝑒−𝜏𝑖 )
𝑒−𝜏𝑖

∏
𝑗∈𝑆𝑘

𝛿 (𝑒−𝜏 𝑗 ),

𝛿

(
𝑄𝑖

𝜏𝑖∑
𝑗 𝜏 𝑗

)
= 𝛿𝑄𝑖

𝜏𝑖∑
𝑗 𝜏 𝑗

+𝑄𝑖
𝛿 (𝜏𝑖 )∑
𝑗 𝜏 𝑗

+𝑄𝑖
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∑

𝑗 𝛿 (𝜏 𝑗 )
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.
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